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1 Introduction and historical notes

The generic denomination of ‘Memetic Algorithms’ (MAs) is used to encom-
pass a broad class of metaheuristics (i.e. general purpose methods aimed to
guide an underlying heuristic). The method is based on a population of agents
and proved to be of practical success in a variety of problem domains and in
particular for the approximate solution of NP-hard optimization problems.

Unlike traditional evolutionary computation (EC) methods, MAs are in-
trinsically concerned with exploiting all available knowledge about the prob-
lem under study. The incorporation of problem domain knowledge is not an
optional mechanism, but a fundamental feature that characterizes MAs. This
functioning philosophy is perfectly illustrated by the term “memetic”. Coined
by R. Dawkins [62], the word ‘meme’ denotes an analogous to the gene in
the context of cultural evolution [177]. In Dawkins’ words:

“Examples of memes are tunes, ideas, catch-phrases, clothes fashions, ways of mak-
ing pots or of building arches. Just as genes propagate themselves in the gene pool
by leaping from body to body via sperms or eggs, so memes propagate themselves
in the meme pool by leaping from brain to brain via a process which, in the broad
sense, can be called imitation.”

This characterization of a meme suggest that in cultural evolution pro-
cesses, information is not simply transmitted unaltered between individuals.
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In contrast, it is processed and enhanced by the communicating parts. This
enhancement is accomplished in MAs by incorporating heuristics, approxima-
tion algorithms, local search techniques, specialized recombination operators,
truncated exact methods, etc. In essence, most MAs can be interpreted as
a search strategy in which a population of optimizing agents cooperate and
compete [202]. The success of MAs can probably be explained as being a
direct consequence of the synergy of the different search approaches they
incorporate.

The most crucial and distinctive feature of MAs, the inclusion of problem
knowledge mentioned above, is also supported by strong theoretical results.
As Hart and Belew [108] initially stated and Wolpert and Macready [276]
later popularized in the so-called No-Free-Lunch Theorem, a search algorithm
strictly performs in accordance with the amount and quality of the problem
knowledge they incorporate. This fact clearly underpins the exploitation of
problem knowledge intrinsic to MAs. Given that the term hybridization is
often used to denote the process of incorporating problem knowledge [39], it
is not surprising that MAs are sometimes called ‘Hybrid Evolutionary Algo-
rithms’ [61] (hybrid EAs) as well. One of the first algorithms to which the MA
label was assigned dates from 1988 [202], and was regarded by many as a hy-
brid of traditional Genetic Algorithms (GAs) and Simulated Annealing (SA).
Part of the initial motivation was to find a way out of the limitations of both
techniques on a well-studied combinatorial optimization problem the Min
Euclidean Traveling Salesman problem (Min ETSP). According to
the authors, the original inspiration came from computer game tournaments
[111] used to study “the evolution of cooperation” [8, 190]. That approach
had several features which anticipated many current algorithms in practice
today. The competitive phase of the algorithm was based on the new allo-
cation of search points in configuration phase, a process involving a “battle”
for survival followed by the so-called “cloning”, which has a strong similarity
with ‘go with the winners’ algorithms [4, 213]. The cooperative phase fol-
lowed by local search may be better named “go-with-the-local-winners” since
the optimizing agents were arranged with a topology of a two dimensional
toroidal lattice. After initial computer experiments, an insight was derived on
the particular relevance that the “spatial” organization, when coupled with
an appropriate set of rules, had for the overall performance of population
search processes. A few months later, Moscato and Norman discovered that
they shared similar views with other researchers [100, 185] and other authors
proposing “island models” for GAs. Spacialization is now being recognized as
the “catalyzer” responsible of a variety of phenomena [189, 190]. This is an
important research issue, currently only understood in a rather heuristic way.
However, some proper undecidability results have been obtained for related
problems [102] giving some hope to a more formal treatment.

Less than a year later, in 1989, Moscato and Norman identified several
authors who were also pioneering the introduction of heuristics to improve
the solutions before recombining them [99, 186] (see other references and the
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discussion in [177]). Particularly coming from the GA field, several authors
were introducing problem-domain knowledge in a variety of ways. In [177] the
denomination of ‘memetic algorithms’ was introduced for the first time. It
was also suggested that cultural evolution can be a better working metaphor
for these metaheuristics to avoid “biologically constrained” thinking that was
restricting progress at that time.

Ten years later, albeit unfortunately under different names, MAs have be-
come an important optimization approach, with several successes in a variety
of classical NP-hard optimization problems. We aim to provide an updated
and self-contained introduction to MAs, focusing on their technical innards
and formal features, but without loosing the perspective of their practical
application and open research issues.

2 Memetic Algorithms

Before proceeding to the description of MAs, it is necessary to provide some
basic concepts and definitions. Several notions introduced in the first sub-
section are strongly related to the field of computational complexity. Never-
theless, they may be presented in a slightly different way and pace for the
sake of the subsequent development. These basic concepts will give rise to
the notions of local search and population-based search, upon which MAs are
founded. This latter class of search settles the scenario for recombination, a
crucial mechanism in the functioning of MAs that will be studied to some
depth. Finally, a basic algorithmic template and some guidelines for designing
MAs will be presented.

2.1 Basic Concepts

An algorithm is a detailed step-by-step procedure for solving a computational
problem. A computational problem P denotes a class of algoritmically-doable
tasks, and it has an input domain set of instances denoted IP . For each
instance x ∈ IP , there is an associated set solP (x) which denotes the feasible
solutions for problem P given instance x. The set solP (x) is also known as
the set of acceptable or valid solutions.

We are expected to deliver an algorithm that solves problem P ; this means
that our algorithm, given instance x ∈ IP , must return at least one element
y from a set of answers ansP (x) (also called given solutions) that satisfies
the requirements of the problem. This is the first design issue to face. To be
precise, depending on the kind of answers expected, computational problems
can be classified into different categories; for instance:

• finding all solutions in solP (x), i.e., enumeration problems.
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• counting how many solutions exist in solP (x), i.e. counting problems.
• determining whether the set solP (x) is empty or not, i.e., decision prob-

lems.
• finding a solution in solP (x) maximizing or minimizing a given function,

i.e., optimization problems.

In this chapter, we will focus on the last possibility, that is, a problem will
be considered solved by finding a certain feasible solution, i.e. either finding
an optimal y ∈ solP (x) or giving an indication that no such feasible solution
exists. It is thus convenient in many situations to define a Boolean feasibility
function feasibleP (x, y) in order to identify whether a given solution y ∈
ansP (x) is acceptable for an instance x ∈ IP of a computational problem P ,
i.e., checking if y ∈ solP (x).

An algorithm is said to solve problem P if it can fulfill this condition
for any given instance x ∈ IP . This definition is certainly too broad, so a
more restrictive characterization for our problems of interest is necessary.
This characterization is provided by restricting ourselves to the so-called
combinatorial optimization problems . These constitute a special subclass of
computational problems in which for each instance x ∈ IP :

• the cardinality of solP (x) is finite.
• each solution y ∈ solP (x) has a goodness integer value mP (y, x), obtained

by means of an associated objective function mP .
• a partial order ≺P is defined over the set of goodness values returned by

the objective function, allowing determining which of two goodness values
is preferable.

An instance x ∈ IP of a combinatorial optimization problem P is solved
by finding the best solution y∗ ∈ solP (x), i.e., finding a solution y∗ such that
no other solution y ≺P y∗ exists if solP (x) is not empty. It is very common
to have ≺P defining a total order. In this case, the best solution is the one
that maximizes (or minimizes) the objective function.

As an example of a combinatorial optimization problem consider the 0-1
Multiple Knapsack Problem (0-1 MKP). Each instance x of this problem
is defined by a vector of profits V = {v0, · · · , vn−1}, a vector of capacities
C = {c0, · · · , cm−1}, and a matrix of capacity constraints M = {mij : 0 6
i < m, 0 6 j < n}. Intuitively, the problem consists in selecting a set of
objects so as to maximize the profit of this set without violating the capacity
constraints. If the objects are indexed with the elements of the set Nn =
{0, 1, · · · , n−1}, the answer set ansP (x) for an instance x is simply the power
set of Nn, that is, each subset of Nn is a possible answer. Furthermore, the
set of feasible answers solP (x) is composed of those subsets whose incidence
vector B verifies M · B 6 C. Finally, the objective function is defined as
mP (y, x) =

∑
i∈y vi, i.e., the sum of profits for all selected objects, the goal

being to maximize this value.
Notice that, associated with a combinatorial optimization problem, we can

define its decisional version. To formulate the decision problem, an integer
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goodness value K is considered, and instead of trying to find the best solution
of instance x, we ask whether x has a solution whose goodness is equal or
better than K. In the above example, we could ask whether a feasible solution
y exists such that its associated profit is equal or better than K.

2.2 Search Landscapes

As mentioned above, having defined the concept of combinatorial optimiza-
tion problem the goal is finding at least one of the optimal solutions for a
given instance. For this purpose, a search algorithm must be used. Before
discussing search algorithms, three entities must be discussed. These are the
search space, the neighborhood relation, and the guiding function. It is im-
portant to consider that, for any given computational problem, these three
entities can be instantiated in several ways, giving rise to different optimiza-
tion tasks.

Let us start by defining the concept of search space for a combinatorial
problem P . To do so, we consider a set SP (x), whose elements have the
following properties:

• Each element s ∈ SP (x) represents at least one answer in ansP (x).
• For decision problems: at least one element of solP (x) that stands for a

‘Yes’ answer must be represented by one element in SP (x).
• For optimization problems: at least one optimal element y∗ of solP (x) is

represented by one element in SP (x).

Each element of SP (x) will be termed a configuration, being related to an
answer in ansP (x) by a growth function g : SP (x) → ansP (x). Note that the
first requirement refers to ansP (x) and not to solP (x), i.e., some configura-
tions in the search space may correspond to infeasible solutions. Thus, the
search algorithm may need being prepared to deal with this fact. If these re-
quirements have been achieved, we say that we have a valid representation or
valid formulation of the problem. For simplicity, we will just write S to refer
to SP (x) when x and P are clear from the context. People using biologically-
inspired metaphors like to call SP (x) the genotype space and ansP (x) denotes
the phenotype space, so we appropriately refer to g as the growth function.

To illustrate this notion of search space, consider again the case of the
0-1 MKP. Since solutions in ansP (x) are subsets of Nn, we can define the
search space as the set of n-dimensional binary vectors. Each vector will
represent the incidence vector of a certain subset, i.e., the growth function
g is defined as g(s) = g(b0b1 · · · bn−1) = {i | bi = 1}. As mentioned above,
many binary vectors may correspond to infeasible sets of objects. Another
possibility is defining the search space as the set of permutations of elements
in Nn [101]. In this case, the growth function may consist of applying a
greedy construction algorithm, considering objects in the order provided by
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the permutation. Unlike the binary search space previously mentioned, all
configurations represent feasible solutions in this case.

The role of the search space is to provide a “ground” where the search al-
gorithm will act. Important properties of the search space that affect the dy-
namics of the search algorithm are related with the accessibility relationships
between the configurations. These relationships are dependent of a neighbor-
hood function N : S → 2S . This function assigns to each element s ∈ S a
set N (s) ⊆ S of neighboring configurations of s. The set N (s) is called the
neighborhood of s and each member s′ ∈ N (s) is called a neighbor of s.

It must be noted that the neighborhood depends on the instance, so the
notation N (s) is a simplified form of NP (s, x) since it is clear from the con-
text. The elements of N (s) need not be listed explicitly. In fact, it is very
usual to define them implicitly by referring to a set of possible moves, which
define transitions between configurations. Moves are usually defined as “lo-
cal” modifications of some part of s, where “locality” refers to the fact that
the move is done on a single solution to obtain another single solution. This
“locality”, is one of the key ingredients of local search, and actually it has
also given the name to the whole search paradigm.

As examples of concrete neighborhood definitions, consider the two rep-
resentations of solutions for the 0-1 MKP presented above. In the first case
(binary representation), moves can be defined as changing the values of a
number of bits. If just one bit is modified at a time, the resulting neighbor-
hood structure is the n-dimensional binary hypercube. In the second case
(permutation representation), moves can be defined as the interchange of
two positions in the permutation. Thus, two configurations are neighboring
if, and only if, they differ in exactly two positions.

This definition of locality presented above is not necessarily related to
“closeness” under some kind of distance relationship between configurations
(except in the tautological situation in which the distance between two con-
figurations s and s′ is defined as the number of moves needed to reach s′

from s). As a matter of fact, it is possible to give common examples of very
complex neighborhood definitions unrelated to intuitive distance measures.

An important feature that must be considered when selecting the class
of moves to be used in the search algorithm is its “ergodicity”, that is the
ability, given any s ∈ S to find a sequence of moves that can reach all other
configurations s′ ∈ S. In many situations this property is self-evident and
no explicit demonstration is required. It is important since even if we have a
valid representation (recall the definition above), it is necessary to guarantee
a priori that at least one optimal solution is reachable from any given initial
solution. Again, consider the binary representation of solutions for a 0-1
MKP instance. If moves are defined as single bit-flips, it is easily seen that
any configuration s′ can be reached from another configuration s in exactly h
moves, where h is the Hamming distance between these configurations. This
is not always the case though.
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The last entity that must be defined is the guiding function. To do so,
we require a set F whose elements are termed fitness values (typically F ≡
R), and a partial order ≺F on F (typically, but not always, ≺F≡<). The
guiding function is defined as a function Fg : S → F that associates to each
configuration s ∈ S a value Fg(s) that assesses the quality of the solution.
The behavior of the search algorithm will be “controlled” by these fitness
values.

Notice that for optimization problems there is an obvious direct connection
between the guiding function Fg and the objective function mP (and hence
between partial orders ≺P and ≺F ). As a matter of fact, it is very common to
enforce this relationship to the point that both terms are usually considered
equivalent. However, this equivalence is not necessary and, in many situations,
not even desirable. For decision problems, since a solution is a ‘Yes’ or ‘No’
answer, associated guiding functions usually take the form of distance to
satisfiability.

A typical example is the Boolean Satisfiability Problem, i.e., deter-
mining whether a Boolean expression in conjunctive normal form is satisfi-
able. In this case, solutions are assignments of Boolean values to variables,
and the objective function mP is a binary function returning 1 if the solution
satisfies the Boolean expression, and returning 0 otherwise. This objective
function could be used as guiding function. However, a much more typical
choice is to use the number of satisfied clauses in the current configuration
as guiding function, i.e., Fg(s) =

∑
i fi(s), the sum over clause indexes i of

fi(s), defined as fi(s) = 0 for a yet unsatisfied clause i, and fi(s) = 1 if the
clause i is satisfied. Hence, the goal is to maximize this number. Notice that
the guiding function in this case is the objective function of the associated
NP-hard optimization problem called Max SAT.

The above differentiation between objective function and guiding function
is also very important in the context of constrained optimization problems,
i.e., problems for which, in general, solP (x) is chosen to be a proper subset of
ansP (x). Since the growth function establishes a mapping from S to ansP (x),
the search algorithm might need processing both feasible solutions (whose
goodness values are well-defined) and infeasible solutions (whose goodness
values are ill-defined in general). In many implementations of MAs for these
problems, a guiding function is defined as a weighted sum of the value of
the objective function and the distance to feasibility (which accounts for the
constraints). Typically, a higher weight is assigned to the constraints, so as
to give preference to feasibility over optimality. Several other remedies to this
problem abound, including resorting to multi-objective techniques.

The combination of a certain problem instance and the three entities de-
fined above induces a so-called fitness landscape [127]. Essentially, a fitness
landscape can be defined as a weighted digraph, in which the vertices are
configurations of the search space S, and the arcs connect neighboring con-
figurations. The weights are the differences between the guiding function
values of the two endpoint configurations. The search can thus be seen as the
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process of “navigating” the fitness landscape using the information provided
by the guiding function. This is a very powerful metaphor; it allows interpre-
tations in terms of well-known topographical objects such as peaks, valleys,
mesas, etc, of great utility to visualize the search progress, and to grasp fac-
tors affecting the performance of the process. In particular, the important
notion of local optimum is associated to this definition of fitness landscape.
To be precise, a local optimum is a vertex of the fitness landscape whose
guiding function value is better than the values of all its neighbors. Notice
that different moves define different neighborhoods and hence different fit-
ness landscapes, even when the same problem instance is considered. For this
reason, the notion of local optimum is not intrinsic to a problem instance as
it is, sometimes, erroneously considered.

2.3 Local vs. Population-Based Search

The definitions presented in the previous subsection naturally lead to the
notion of local search algorithm. A local search algorithm starts from a
configuration s0 ∈ S, generated at random or constructed by some other
algorithm. Subsequently, it iterates using at each step a transition based on
the neighborhood of the current configuration. Transitions leading to prefer-
able (according to the partial order ≺F ) configurations are accepted, i.e.,
the newly generated configuration turns to be the current configuration in
the next step. Otherwise, the current configuration is kept. This process is
repeated until a certain termination criterion is met. Typical criteria are the
realization of a pre-specified number of iterations, not having found any im-
provement in the last m iterations, or even more complex mechanisms based
on estimating the probability of being at a local optimum [44]. Due to these
characteristics, the approach is metaphorically called “hill climbing”. The
whole process is sketched in Algorithm 1.

The selection of the particular type of moves (also known as mutation in
the context of GAs) to use does certainly depend on the specific characteris-
tics of the problem and the representation chosen. There is no general advice
for this, since it is a matter of the available computer time for the whole
process as well as other algorithmic decisions that include ease of coding, etc.
In some cases some moves are conspicuous, for example it can be the change
of the value of one single variable or the swap of the values of two different
variables. Sometimes the “step” may also be composed of a chain of transi-
tions. For instance, in relation with MAs, Radcliffe and Surry introduced the
concept of Binomial Minimal Mutation, where the number of mutations to
perform is selected according to a certain binomial distribution [229]. In the
context of fitness landscapes, this is equivalent to a redefinition of the neigh-
borhood relation, considering two configurations as neighbors when there
exists a chain of transitions connecting them.
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Algorithm 1: A Local Search Algorithm
Procedure Local-Search-Engine (current);1

begin2

repeat3

new ← GenerateNeighbor(current);4

if Fg(new) ≺F Fg(current) then5

current ← new;6

endif7

until TerminationCriterion() ;8

return current;9

end10

Local search algorithms are thus characterized by keeping a single con-
figuration at a time. The immediate generalization of this behavior is the
simultaneous maintenance of k, (k > 2) configurations. The term population-
based search algorithms has been coined to denote search techniques behaving
this way.

The availability of several configurations at a time allows the use of new
powerful mechanisms for traversing the fitness landscape in addition to the
standard mutation operator. The most popular of these mechanisms, the
recombination operator, will be studied in more depth in the next section.
In any case, notice that the general functioning of population-based search
techniques is very similar to the pseudocode depicted in Algorithm 1. As a
matter of fact, a population-based algorithm can be imagined as a procedure
in which we sequentially visit vertices of a hypergraph. Each vertex of the
hypergraph represents a set of configurations in SP (x), i.e., a population.
The next vertex to be visited, i.e., the new population, can be established
according to the composition of the neighborhoods of the different transition
mechanisms used in the population algorithm. Despite the analogy with local
search, it is widely accepted in the scientific literature to apply the denomi-
nation ‘local’ just to one-configuration-at-a-time search algorithms. For this
reason, the term ‘local’ will be used with this interpretation in the remainder
of the article.

2.4 Recombination

As mentioned in the previous section, local search is based on the application
of a mutation operator to a single configuration. Despite the apparent sim-
plicity of this mechanism, “mutation-based” local search has revealed itself a
very powerful mechanism for obtaining good quality solutions for NP−hard
problems. For this reason, some researchers have tried to provide a more
theoretically-solid background to this class of search. In this line, it is worth
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mentioning the definition of the Polynomial Local Search class (PLS) by
Johnson et al. [126]. Basically, this complexity class comprises a problem and
an associated search landscape such that we can decide in polynomial time if
we can find a better solution in the neighborhood. Unfortunately, it is very
likely that no NP−hard problem is contained in class PLS, since that would
imply that NP=co-NP [279], a conjecture usually assumed to be false. This
fact has justified the quest for additional search mechanisms to be used as
stand-alone operators or as complements to standard mutation.

In this line, recall that population-based search allowed the definition of
generalized move operators termed recombination operators. In essence, re-
combination can be defined as a process in which a set Spar of n configu-
rations (informally referred to as “parents”) is manipulated to create a set
Sdesc ⊆ solP (x) of m new configurations (informally termed “descendants”).
The creation of these descendants involves the identification and combination
of features extracted from the parents.

At this point, it is possible to consider properties of interest that can be
exhibited by recombination operators [229]. The first property, respect, rep-
resents the exploitation side of recombination. A recombination operator is
said to be respectful, regarding a particular type of features of the configu-
rations, if, and only if, it generates descendants carrying all basic features
common to all parents. Notice that, if all parent configurations are identical,
a respectful recombination operator is forced to return the same configura-
tion as a descendant. This property is termed purity, and can be achieved
even when the recombination operator is not generally respectful.

On the other hand, assortment represents the exploratory side of recom-
bination. A recombination operator is said to be properly assorting if, and
only if, it can generate descendants carrying any combination of compatible
features taken from the parents. The assortment is said to be weak if it is
necessary to perform several recombinations within the offspring to achieve
this effect.

Finally, transmission is a very important property that captures the intu-
itive rôle of recombination. An operator is said to be transmitting if every fea-
ture exhibited by the offspring is present in at least one of the parents. Thus, a
transmitting recombination operator combines the information present in the
parents but does not introduce new information. This latter task is usually
left to the mutation operator. For this reason, a non-transmitting recombi-
nation operator is said to introduce implicit mutation.

The three properties above suffice to describe the abstract input/output
behavior of a recombination operator regarding some particular features. It
provides a characterization of the possible descendants that can be produced
by the operator. Nevertheless, there exist other aspects of the functioning of
recombination that must be studied. In particular, it is interesting to consider
how the construction of Sdesc is approached.

First of all, a recombination operator is said to be blind if it has no other
input than Spar, i.e., it does not use any information from the problem in-
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stance. This definition is certainly very restrictive, and hence is sometimes
relaxed as to allow the recombination operator to use information regarding
the problem constraints (so as to construct feasible descendants), and possi-
bly the fitness values of configurations y ∈ Spar (so as to bias the generation
of descendants toward the best parents). A typical example of a blind recom-
bination operator is the classical Uniform crossover [253]. This operator is
defined on search spaces S ≡ Σn, i.e., strings of n symbols taken from an
alphabet Σ. The construction of the descendant is done by randomly select-
ing at each position one of the symbols appearing in that position in any of
the parents. This random selection can be totally uniform or can be biased
according to the fitness values of the parents as mentioned before. Further-
more, the selection can be done so as to enforce feasibility (e.g., consider the
binary representation of solutions in the 0-1 MKP). Notice that, in this case,
the resulting operator is neither respectful nor transmitting in general.

The use of blind recombination operators has been usually justified on
the grounds of not introducing excessive bias in the search algorithm, thus
preventing extremely fast convergence to suboptimal solutions. This is ques-
tionable though. First, notice that the behavior of the algorithm is in fact
biased by the choice of representation and the mechanics of the particular
operators. Second, there exist widely known mechanisms (e.g., spatial isola-
tion) to hinder these problems. Finally, it can be better to quickly obtain
a suboptimal solution and restart the algorithm than using blind operators
for a long time in pursuit of an asymptotically optimal behavior (not even
guaranteed in most cases).

Recombination operators that use problem knowledge are commonly termed
heuristic or hybrid. In these operators, problem information is utilized to
guide the process of constructing the descendants. This can be done in a
plethora of ways for each problem, so it is difficult to provide a taxonomy of
heuristic recombination operators. Nevertheless, there exist two main aspects
into which problem knowledge can be injected: the selection of the parental
features that will be transmitted to the descendant, and the selection of non-
parental features that will be added to it. A heuristic recombination operator
can focus in one of these aspects, or in both of them simultaneously.

As an example of a heuristic recombination operator focusing on the first
aspect, Dynastically Optimal Recombination (DOR) [53] can be mentioned.
This operator explores the dynastic potential (i.e., the set of possible children)
of the configurations being recombined, so as to find the best member of this
set (notice that, since configurations in the dynastic potential are entirely
composed of features taken from any of the parents, this is a transmitting
operator). This exploration is done using a subordinate complete algorithm,
and its goal is thus to find the best combination of parental features giving
rise to a feasible child. Hence, this operator is monotonic in the sense that
any child generated is at least as good as the best parent.

Examples of heuristic recombination operators concentrating on the selec-
tion of non-parental features, one can cite the patching-by-forma-completion
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operators proposed by Radcliffe and Surry [228]. These operators are based
on generating an incomplete child using a non-heuristic procedure (e.g., the
RARω operator [227]), and then completing the child either using a local hill
climbing procedure restricted to non-specified features (locally optimal forma
completion) or a global search procedure that finds the globally best solution
carrying the specified features (globally optimal forma completion). Notice
the similarity of this latter approach with DOR.

Finally, there exist some operators trying to exploit knowledge in both of
the above aspects. A distinguished example is the Edge Assembly Crossover
(EAX) [188]. EAX is a specialized operator for the TSP (both for symmetric
and asymmetric instances) in which the construction of the child comprises
two-phases: the first one involves the generation of an incomplete child via the
so-called E-sets (subtours composed of alternating edges from each parent);
subsequently, these subtours are merged into a single feasible subtours using
a greedy repair algorithm. The authors of this operator reported impressive
results in terms of accuracy and speed. It has some similarities with the
recombination operator proposed in [178].

A final comment must be made in relation to the computational com-
plexity of recombination. It is clear that combining the features of several
solutions is in general computationally more expensive than modifying a sin-
gle solution (i.e., a mutation). Furthermore, the recombination operation will
be usually invoked a large number of times. For this reason, it is convenient
(and in many situations mandatory) to keep it at a low computational cost.
A reasonable guideline is to consider an O(N log N) upper bound for its
complexity, where N is the size of the input (the set Spar and the problem
instance x). Such limit is easily affordable for blind recombination operators,
which are called crossover, a reasonable name to convey their low complexity
(yet not always used in this context). However, this limit can be relatively
astringent in the case of heuristic recombination, mainly when epistasis (non-
additive inter-feature influence on the fitness value) is involved. This admits
several solutions depending upon the particular heuristic used. For example,
DOR has exponential worst case behavior, but it can be made affordable by
picking larger pieces of information from each parent (the larger the size of
these pieces of information, the lower the number of them needed to complete
the child) [52]. In any case, consider that heuristic recombination operators
provide better solutions than blind recombination operators, and hence they
need not be invoked the same number of times.

2.5 A Memetic Algorithm Template

In light of the above considerations, it is possible to provide a general template
for a memetic algorithm. As mentioned in Subsection 2.3, this template is
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Algorithm 2: A Population-Based Search Algorithm
Procedure Population-Based-Search-Engine;1

begin2

Initialize pop using GenerateInitialPopulation();3

repeat4

newpop ← GenerateNewPopulation(pop);5

pop ← UpdatePopulation (pop, newpop);6

if pop has converged then7

pop ← RestartPopulation(pop);8

endif9

until TerminationCriterion() ;10

end11

Algorithm 3: Injecting high-quality solutions in the initial population.
Procedure GenerateInitialPopulation;1

begin2

Initialize pop using EmptyPopulation();3

for j ← 1 to popsize do4

i ← GenerateRandomConfiguration();5

i ← Local-Search-Engine (i);6

InsertInPopulation individual i to pop;7

endfor8

return pop;9

end10

very similar to that of a local search procedure acting on a set of |pop| > 2
configurations. This is shown in Algorithm 2.

This template requires some explanation. First of all, the GenerateIni-
tialPopulation procedure is responsible for creating the initial set of |pop|
configurations. This can be done by simply generating |pop| random config-
urations or by using a more sophisticated seeding mechanism (for instance,
some constructive heuristic), by means of which high-quality configurations
are injected in the initial population [252]. Another possibility is to use the
Local-Search-Engine presented in Subsection 2.3 as shown in Algorithm 3.

As for the TerminationCriterion function, it can be defined very similarly
to the case of Local Search, i.e., setting a limit on the total number of iter-
ations, reaching a maximum number of iterations without improvement, or
having performed a certain number of population restarts, etc.

The GenerateNewPopulation procedure is at the core of memetic algo-
rithms. Essentially, this procedure can be seen as a pipelined process compris-
ing nop stages. Each of these stages consists of taking arityj

in configurations
from the previous stage, generating arityj

out new configurations by applying
an operator opj . This pipeline is restricted to have arity1

in = popsize. The
whole process is sketched in Algorithm 4.
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Algorithm 4: The pipelined GenerateNewPopulation procedure.
Procedure GenerateNewPopulation (pop);1

begin2

buffer0 ← pop;3

for j ← 1 to nop do4

Initialize bufferj using EmptyPopulation();5

endfor6

for j ← 1 to nop do7

Sj
par ← ExtractFromBuffer (bufferj−1, arityj

in);8

Sj
desc ← ApplyOperator (opj , Sj

par);9

for z ← 1 to arityj
out do10

InsertInPopulation individual Sj
desc[z] to bufferj ;11

endfor12

endfor13

return buffernop ;14

end15

This template for the GenerateNewPopulation procedure is usually instan-
tiated in GAs by letting nop = 3, using a selection, a recombination, and a
mutation operator. Traditionally, mutation is applied after recombination,
i.e., on each child generated by the recombination operator. However, if a
heuristic recombination operator is being used, it may be more convenient to
apply mutation before recombination. Since the purpose of mutation is sim-
ply to introduce new features in the configuration pool, using it in advance is
also possible. Furthermore, the smart feature combination performed by the
heuristic operator would not be disturbed this way.

This situation is slightly different in MAs. In this case, it is very com-
mon to let nop = 5, inserting a Local-Search-Engine right after applying op2

and op4 (respectively recombination and mutation). Due to the local opti-
mization performed after mutation, their combined effect (i.e., mutation +
local search) cannot be regarded as a simple disruption of a computationally-
demanding recombination. Note also that the interplay between mutation
and local search requires the former to be different than the neighborhood
structure used in the latter; otherwise mutations can be readily reverted by
local search, and their usefulness would be negligible.

The UpdatePopulation procedure is used to reconstruct the current pop-
ulation using the old population pop and the newly generated population
newpop. Borrowing the terminology from the evolution strategy [230, 238]
community, there exist two main possibilities to carry on this reconstruction:
the plus strategy and the comma strategy. In the former, the current popula-
tion is constructed taken the best popsize configurations from pop∪newpop.
As to the latter, the best popsize configurations are taken just from newpop.
In this case, it is required to have |newpop| > popsize, so as to put some
selective pressure on the process (the bigger the |newpop|/popsize ratio, the
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stronger the pressure). Otherwise, the search would reduce to a random wan-
dering through S.

There are a number of studies regarding appropriate choices for the Up-
datePopulation procedure (see e.g., [9]). As a general guideline, the comma
strategy is usually regarded as less prone to stagnation, with the ratio
|newpop|/popsize ' 6 being a common choice [10]. Nevertheless, this op-
tion can be somewhat computationally expensive if the guiding function is
complex and time-consuming. Another common alternative is using a plus
strategy with a low value of |newpop|, analogous to the so-called steady-state
replacement strategy in GAs [274]. This option usually provides a faster con-
vergence to high-quality solutions. However, care has to be taken with pre-
mature convergence to suboptimal regions of the search space, i.e., all config-
urations in the population being very similar to each other, hence hindering
the exploration of other regions of S.

The above consideration about premature convergence leads to the last
component of the template shown in Algorithm 2, the restarting procedure.
First of all, it must be decided whether the population has degraded or has
not. To do so, it is possible to use some measure of information diversity in
the population such as Shannon’s entropy [60]. If this measure falls below
a predefined threshold, the population is considered to be in a degenerate
state. This threshold depends upon the representation (number of values
per variable, constraints, etc.) and hence must be determined in an ad-hoc
fashion. A different possibility is using a probabilistic approach to determine
with a desired confidence that the population has converged. For example, in
[119] a Bayesian approach is presented for this purpose.

Once the population is considered to be at a degenerate state, the restart
procedure is invoked. Again, this can be implemented in a number of ways.
A very typical strategy is to keep a fraction of the current population (this
fraction can be as small as one solution, the current best), and substituting
the remaining configurations with newly generated (from scratch) solutions,
as shown in Algorithm 5.

The procedure shown in Algorithm 5 is also known as the random-
immigrant strategy [33]. Another possibility is to activate a strong or heavy
mutation operator in order to drive the population away from its current
location in the search space. Both options have their advantages and disad-
vantages. For example, when using the random-immigrant strategy, one has
to take some caution to prevent the preserved configurations to take over the
population (this can be achieved by putting a low selective pressure, at least
in the first iterations after a restart). As to the heavy mutation strategy, one
has to achieve a tradeoff between an excessively strong mutation that would
destroy any information contained in the current population, and a not so
strong mutation that would cause the population to converge again in a few
iterations.
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Algorithm 5: The RestartPopulation procedure.
Procedure RestartPopulation (pop);1

begin2

Initialize newpop using EmptyPopulation();3

#preserved ← popsize ·%preserve;4

for j ← 1 to #preserved do5

i ← ExtractBestFromPopulation(pop);6

InsertInPopulation individual i to newpop;7

endfor8

for j ← #preserved + 1 to popsize do9

i ← GenerateRandomConfiguration();10

i ← Local-Search-Engine (i);11

InsertInPopulation individual i to newpop;12

endfor13

return newpop;14

end15

2.6 Designing an Effective Memetic Algorithm

The general template of MAs depicted in the previous section must be in-
stantiated with precise components in order to be used for solving a specific
problem. This instantiation has to be done carefully so as to obtain an effec-
tive optimization tool. We will address some design issues in this section.

A first obvious remark is that there exist no general approach for the design
of effective MAs. This observation is based on different proofs depending on
the precise definition of effective in the previous statement. Such proofs may
involve classical complexity results and conjectures if ‘effective’ is understood
as ‘polynomial-time’, the NFL Theorem if we consider a more general set
of performance measures, and even Computability Theory if we relax the
definition to arbitrary decision problems. For these reasons, we can only define
several design heuristics that will likely result in good-performing MAs, but
without explicit guarantees for this.

This said, MAs are commonly implemented as evolutionary algorithms en-
dowed with a local search component (recall previous section), and as such
can benefit from the theoretical corpus available for EAs. This is particu-
larly applicable to some basic aspects such as the representation of solutions
in terms of meaningful information units [59, 228]. Focusing now on more
specific aspects of MAs, the first consideration that must be clearly taken
into account is the interplay among the local search component and the re-
maining operators, mostly with respect to the characteristics of the search
landscape. A good example of this issue can be found in the work of Merz and
Freisleben on the TSP [85]. They consider the use of a highly intensive local
search procedure –the Lin-Kernighan heuristic [157]– and note that the aver-
age distance between local optima is similar to the average distance between
a local optimum and the global optimum. For this reason, they introduce a
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distance-preserving crossover (DPX) operator that generate offspring whose
distance from the parents is the same as the distance between the parents
themselves. Such an operator is likely to be less effective if a not-so-powerful
local improvement method, e.g., 2-opt, was used, inducing a different distri-
bution of local optima.

In addition to the particular choice (or choices) of local search operator,
there remains the issue of determining an adequate parameterization for the
procedure, namely, how much effort must be spent on each local search, how
often the local search must be applied, and –were it not applied to every
new solution generated– how to select the solutions that will undergo local
improvement. Regarding the first two items, there exists theoretical evidence
[143, 251] that an inadequate parameter setting can turn the algorithmic so-
lution from easily solvable to non-polynomially solvable. Besides, there are
obvious practical limitations in situations where the local search and/or the
fitness function is computationally expensive. This fact admits different solu-
tions. On the one hand, the use of surrogates (i.e., fast approximate models
of the true function) to accelerate evolution is an increasingly popular option
in such highly demanding problems [104, 155, 272, 273, 283]. On the other
hand, partial lamarckism [42, 112, 212], where not every individual is subject
to local search, is commonly used as well. The precise value for the local
search application probability (or multiple values when more than one local
search procedure is available) largely depends on the problem under consid-
eration [123], and its determination is in many cases an art. For this reason,
adaptive and self-adaptive mechanisms have been defined in order to let the
algorithm learn what the most appropriate setting is (see Section 3.2).

As to the selection of individuals that will undergo local search, most
common options are random-selection, and fitness-based selection, where only
the best individuals are subject to local improvement. Nguyen et al. [197]
also consider a ‘stratified’ approach, in which the population is sorted and
divided into n levels (n being the number of local search applications), and
one individual per level is randomly selected. Their experimentation on some
continuous functions indicates that this strategy and improve-the-best (i.e.,
applying local search to the best n individuals) provide better results than
random selection. Such strategies can be readily deployed on a structured
MA as defined by Moscato et al. [15, 21, 83, 172, 169], where good solutions
flow upwards within a tree-structured population, and layers are explicitly
available. Other population management strategies are nevertheless possible,
see [19, 218, 219, 249].

3 Algorithmic Extensions of Memetic Algorithms

The algorithmic template and design guidelines described in the previous
section can characterize most basic incarnations of MAs, namely population-
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based algorithms endowed with static local search for single-objective op-
timization. However, more sophisticated approaches can be conceived, and
certainly required, in certain applications. This section is aimed at providing
an overview of more advanced algorithmic extensions used in the MA realm.

3.1 Multiobjective Memetic Algorithms

Multiobjective problems are frequent in real-world applications. Rather than
having a single objective to be optimized, the solver is faced with multiple,
partially conflicting objectives. As a result, there is no a priori single opti-
mal solution ,but rather a collection of optimal solutions, providing different
trade-offs among the objectives considered. In this scenario, the notion of
Pareto-dominance is essential: given two solutions s, s′ ∈ solP (x), s is said
to dominate s′ if it is better than s′ in at least one of the objectives, and it
is no worse in the remaining ones. This clearly induces a partial order ≺P ,
since given two solutions it may be the case that none of them dominates
the other. This collection of optimal solutions is termed the optimal Pareto
front, or the optimal non-dominated front.

Population-based search techniques, in particular evolutionary algorithms
(EAs), are naturally fit to deal with multiobjective problems, due to the avail-
ability of a population of solutions which can approach the optimal Pareto
front from different directions. There is extensive literature on the deployment
of EAs in multiobjective settings, and the reader is referred to [36, 35, 63, 287],
among others, for more information on this topic. MAs can obviously benefit
from this corpus of knowledge. However, MAs typically incorporate a local
search mechanism, and it has to be adapted to the multiobjective setting as
well. This can be done in different ways [132], which can be roughly classified
into two major classes: scalarizing approaches, and Pareto-based approaches.
The scalarizing approaches are based on the use of some aggregation mech-
anism to combine the multiple objectives into a single scalar value. This is
usually done using a linear combination of the objective values, with weights
that are either fixed (at random or otherwise) for the whole execution of the
local search procedure [266], or adapted as the local search progresses [106].
As to Pareto-based approaches, they consider the notion of Pareto-dominance
for deciding transitions among neighboring solutions, typically coupled with
the use of some measure of crowding to spread the search, e.g, [133].

A full-fledged multiobjective MA (MOMA) is obtained by appropriately
combining population-based and local search-based components for multiob-
jective optimization. Again, the strategy used in the local search mechanism
can be used to classify most MOMAs. Thus, two proposals due to Ishibuchi
and Murata [121, 122] and to Jaszkiewicz [124, 125] are based on the use of
random scalarization each time a local search is to be used. Alternatively,
a single-objective local search could be used to optimize individual objec-
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tives [120]. Ad hoc mating strategies based on the particular weights chosen
at each local search invocation (whereby the solutions to be recombined are
picked according to these weights) are used as well. A related approach –
including the on-line adjustment of scalarizing weights– is followed by Guo
et al. [105, 106, 107]. On the other hand, a MA based on PAES (Pareto
Archived Evolution Strategy) was defined by Knowles and Corne [134, 135].
More recently, a MOMA based on particle swarm optimization (PSO) has
been defined by Liu et al. [152, 162]. In this algorithm, an archive of non-
dominated solutions is maintained and randomly sampled to obtain refer-
ence points for particles. A different approach is used by Schuetze et al. [237]
for numerical-optimization problems. The continuous nature of solution vari-
ables allows using their values for computing search directions. This fact is
exploited in their local search procedure (HCS for Hill Climber with Sidestep)
for directing the search toward specific regions (e.g., along the Pareto front)
when required.

3.2 Adaptive Memetic Algorithms

When some design guidelines were given in Section 2.6, the fact that these
were heuristics that ultimately relied on the problem-knowledge available was
stressed. This is not a particular feature of MAs, but affects the field of meta-
heuristics as a whole. Indeed, one of the keystones in practical metaheuristic
problem-solving is the necessity of customizing the solver for the problem at
hand [51]. Therefore, it is not surprising that attempts to transfer a part of
this tuning effort to the metaheuristic technique itself have been common.
Such attempts can take place at different levels, or can affect different compo-
nents of the algorithm. The first –and more intuitive one– is the parametric
level involving the numerical values of parameters, such as the operator appli-
cation rates. Examples of this can be found in early EAs, see for example [61].
A good up-to-date overview of these approaches (actually broader in scope,
covering more advanced topics than parameter adaptation) can be found in
[247]. Focusing specifically on MAs, this kind of adaptation has been applied
in [11, 164, 175, 176].

A slightly more general approach –termed ‘meta-lamarckian learning’ [204]
by Ong and Keane– takes place at the algorithmic level. They consider a set-
ting in which the MA has a collection of local search operators available,
and how the selection of the particular operator(s) to be applied to a spe-
cific solution can be done on the basis of past performance of the operator,
or on the basis of the similarity of the solution to previous successful cases
of operator application. Some analogies can also be drawn here with hyper-
heuristics [54], a high-level heuristic that controls the application of a set of
low-level heuristics to solutions, using strategies ranging from pure random
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to performance-based rules. See [28] for a recent comprehensive overview of
hyperheuristics.

In general terms, the approaches mentioned before are based on static,
hard-wired mechanisms that the MA uses to react to the environment. Hence,
they can be regarded as adaptive, but not as self-adaptive [205]. In the latter
case, the actual definition of the search mechanisms can evolve during the
search. This is a goal that has been pursued for long in MAs. Back in the
early days of the field, it was already envisioned that future generations of
MAs would work in at least two levels and two time scales [179]. During
the short-time scale, a set of agents would be searching in the search space
associated to the problem. The long-time scale would adapt the algorithms
associated with the agents. Here we encompass individual search strategies,
recombination operators, etc. A simple example of this kind of self-adaptation
can be found in the so-called multi-memetic algorithms, in which each solu-
tion carries a gene that indicates which local search has to be applied on it.
This can be a simple pointer to an existing local search operator, or even the
parametrization of a general local search template, with items such as the
neighborhood to use, acceptance criterion, etc. [141]. Going beyond, a gram-
mar can be defined to specify a more complex local search operator [140, 142].
At an even higher level, this evolution of local search operators can be made
fully symbiotic, rather than merely endosymbiotic. For this purpose, two
co-evolving populations can be considered: a population of solutions, and a
population of local search operators. These two populations co-operate by
means of an appropriate pairing mechanism, that associates solutions with
operators. The latter receive fitness in response on their ability to improve so-
lutions, thus providing a fully self-adaptive strategy for exploring the search
landscape [244, 245, 246].

3.3 Complete Memetic Algorithms

The combination of exact techniques with metaheuristics is an increasingly
popular approach. Focusing on local search techniques, Dumitrescu and
Stüztle [73] have provided a classification of methods in which exact algo-
rithms are used to strengthen local search, i.e., to explore large neighbor-
hoods, to solve exactly some subproblems, to provide bounds and problem
relaxations to guide the search, etc. Some of these combinations can be also
found in the literature on population-based methods. For example, exact
techniques –such as branch-and-bound (BnB) [53] or dynamic programming
[90] among others– have been used to perform recombination (recall Section
2.4), and approaches in which exact techniques solved some subproblems pro-
vided by EAs date back to 1995 [45]. See also [76] for a large list of references
regarding local search/exact hybrids.
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Puchinger and Raidl [220] have provided a classification of this kind of
hybrid techniques in which algorithmic combinations are either collaborative
(sequential or intertwined execution of the combined algorithms) or integra-
tive (one technique works inside the other one, as a subordinate). Some of the
exact/metaheuristic hybrid approaches defined before are clearly integrative
–i.e., using an exact technique to explore neighborhoods. Further examples
are the use of BnB in the decoding process [221] of a genetic algorithm (i.e.,
exact method within a metaheuristic technique), or the use of evolutionary
techniques for the strategic guidance of BnB [139] (metaheuristic approach
within an exact method).

As to collaborative combinations, a sequential approach in which the exe-
cution of a MA is followed by a branch-and-cut method can be found in [131].
Intertwined approaches are also popular. For example, Denzinger and Offer-
man [66] combine genetic algorithms and BnB within a parallel multi-agent
system. These two algorithms also cooperate in [45, 88], the exact technique
providing partial promising solutions, and the metaheuristic returning im-
proved bound. A related approach involving beam search and full-fledged
MAs can be found in [89, 92, 93].

It must be noted that most hybrid algorithms defined so far that involve
exact techniques and metaheuristics are not complete, in the sense that they
do not guarantee an optimal solution (an exception is the proposal of French
et al. [86], combining an integer-programming BnB approach with GAs for
MAX-SAT). Thus, the term ‘complete MA’ may be not fully appropriate.
Nevertheless, many of these hybrids can be readily adapted for complete-
ness purposes, although obviously time and/or space requirements will grow
faster-than-polynomial in general.

4 Applications of Memetic Algorithms

This section will provide an overview of the numerous applications of MAs.
This overview is far from exhaustive since new applications are being de-
veloped continuously. However, it is intended to illustrate the practical im-
pact of these optimization techniques. We have focused on recent applica-
tions, namely in the last five years (that is, from 2004 onwards). Read-
ers interested in earlier applications (which are also manifold) can refer to
[109, 180, 181, 182]. We have organized references in five major areas: ma-
chine learning and knowledge discovery (Table 1), traditional combinato-
rial optimization (Table 2), planning, scheduling and timetabling (Table 3),
bioinformatics (Table 4), and electronics, engineering, and telecommunica-
tions (Table 4). As mentioned before, we have tried to be illustrative rather
than exhaustive, pointing out some selected references from these well-known
application areas.
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Table 1 Applications in machine learning and knowledge discovery

Data Mining and Image analysis [37, 67, 68, 77, 211]
Knowledge Discovery Fuzzy clustering [70]

Feature selection [243, 286]
Pattern recognition [94]

Machine Learning Decision trees [144]
Inductive learning [69]
Neural networks [64, 65, 103, 110, 159, 168, 195, 262]

Table 2 Applications in combinatorial optimization

Binary & Set Problems Binary quadratic programming [173]
Knapsack problem [87, 88, 105, 107, 222]
Low autocorrelation sequences [91]
Max-SAT [18, 223]
Set covering [125]

Graph-based Problems Crossdock optimization [2, 154]
Graph coloring [38]
Graph matching [12]
Hamiltonian cycle [32]
Maximum cut [270]
Quadratic assignment [72, 255]
Routing problems [19, 20, 56, 57, 74]

[80, 145, 146, 147]
[218, 259, 263]

Spanning tree [79, 231]
Steiner tree [131]
TSP [21, 161, 163, 196, 271]

Constrained Optimization Golomb ruler [46, 48]
Social golfer [47]
Maximum density still life [89, 90]

Table 3 Applications in planning, scheduling, timetabling, and manufacturing. Check also
[49].

Manufacturing Assembly line [226, 257, 265]
Flexible manufacturing [5, 31, 187, 258]
Lot sizing [16]
Multi-tool milling [13]
Supply chain network [280]

Planning Temporal planning [235]

Scheduling Flowshop scheduling [82, 84, 152, 158, 160, 184, 209, 240, 241]
Job-shop [27, 96, 97, 98, 224, 267, 268, 278]
Parallel machine scheduling [184, 277]
Project scheduling [29]
Single machine scheduling [166, 184]

Timetabling Driver scheduling [153]
Examination timetabling [216]
Rostering [3, 22, 206]
Sport league [236]
Train timetabling [239]
University course [151, 215, 233]
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Table 4 Applications in bioinformatics

Phylogeny Phylogenetic inference [43, 93, 275]
Consensus tree [217]

Microarrays Biclustering [208]
Feature Selection [55, 284, 285]
Gene ordering [169, 183]

Sequence Analysis Shortest common supersequence [42, 92]
DNA sequencing [71]

Protein Science Sequence assignment [269]
Structure comparison [140]
Structure prediction [14, 40, 203, 234, 281]

Systems Biology Gene regulatory networks [200, 250]
Cell models [232]

Biomedicine Drug therapy design [194, 264]

Table 5 Applications in electronics, telecommunications and engineering

Electronics Analog circuit design [58, 170]
Circuit partitioning [34]
Electromagnetism [23, 104, 210]
Filter design [254]
VLSI design [7, 171, 256]

Engineering Chemical kinetics [136, 137]
Crystallography [212]
Drive design [24, 25]
Power systems [26]
Structural optimization [129]
System modelling [1, 260]

Computer Science Code optimization [207]
Information forensics [242]
Information theory [41]
Software engineering [6]

Telecommunications Antenna design [114, 115, 116, 117]
Mobile networks [128, 225]
P2P networks [174, 191, 192]
Wavelength Assignment [78]
Wireless networks [113, 118, 130, 138]

Although these fields encompass the vast majority of applications of MAs,
it must be noted that success stories are not restricted to these major fields.
To cite an example, there are several applications of MAs in economics, e.g., in
portfolio optimization [165], risk analysis [167], and labour-market delineation
[81]. For further information about MA applications we suggest querying bib-
liographical databases or web browsers for the keywords ‘memetic algorithms’
and ‘hybrid genetic algorithms’.
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5 Challenges and Future Directions

The future seems promising for MAs. This is the combination of several fac-
tors. First, MAs (less frequently disguised under different names) are show-
ing a remarkable record of efficient implementations, providing very good
results in practical problems. Second, there are reasons to believe that some
new attempts to do theoretical analysis can be conducted. This includes the
worst-case and average-case computational complexity of recombination pro-
cedures. Third, the ubiquitous nature of distributed systems, like networks
of workstations for example, plus the inherent asynchronous parallelism of
MAs and the existence of web-conscious languages like Java, all together are
an excellent combination to develop highly portable and extendable object-
oriented frameworks allowing algorithmic reuse. These frameworks might
allow the users to solve subproblems using commercial codes or well-tested
software from other users who might be specialists in another area. Fourth,
an important and pioneering group of MAs, that of Scatter Search [95, 148],
is challenging the role of randomization in recombination. We expect that, as
a healthy reaction, we will soon see new types of powerful MAs that blend
in a more appropriate way both exhaustive (either truncated or not) and
systematic search methods.

5.1 Learning from Experience

In 1998, Applegate, Bixby, Cook, and Chvatal established new breakthrough
results for the Min TSP. They solved to optimality an instance of the TSP
of 13,509 cities corresponding to all U.S. cities with populations of more
than 500 people. The approach, according to Bixby: “...involves ideas from
polyhedral combinatorics and combinatorial optimization, integer and linear
programming, computer science data structures and algorithms, parallel com-
puting, software engineering, numerical analysis, graph theory, and more”.
The solution of this instance demanded the use of three Digital AlphaServer
4100s (with a total of 12 processors) and a cluster of 32 Pentium-II PCs. The
complete calculation took approximately three months of computer time. The
code has certainly more than 1,000 pages and is based on state-of-the-art
techniques from a wide variety of scientific fields.

The philosophy is the same in the case of MAs, that of a synergy of dif-
ferent approaches. Actually, their approach can possibly be classified as the
most complex MA ever built for a given combinatorial optimization problem.
One of the current challenges is to develop simpler algorithms that achieve
these impressive results. The approach of running a local search algorithm
(Chained Lin Kernighan) to produce a collection of tours, followed by the
dynastically optimal recombination method called tour merging , produced
a non-optimal tour only 0.0002 % above the proved optimal tour for the
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13,509 cities instance. We take this as a clear proof of the benefits of the
MA approach and that more work is needed in developing good strategies
for complete memetic algorithms, i.e. those that systematically and synergis-
tically use randomized and deterministic methods and can prove optimality.

An open line for the design of this kind of algorithms may be the exploita-
tion of FPT (fixed-parameter tractability) results, see Subsection 5.2. Related
to this, it must be noted that we still lack a formal framework for recombina-
tion, similar for instance to the one for Local Search [126, 279]. In this sense,
an interesting new direction for theoretical research arose after the introduc-
tion of two computational complexity classes, the PMA class (for Polynomial
Merger Algorithms problems) and its unconstrained analogue, the uPMA
class (see [180]). These classes are defined analogously to the class of Poly-
nomial Local Search (PLS). Conducting research to identify problems, and
their associated recombination procedures, such that membership, in either
PMA or uPMA, can be proved is a definitely important task. It is also hoped
that after some initial attempts on challenging problems, completeness and
reductions for these classes can be properly defined [50].

5.2 Exploiting FPT results

An interesting new avenue of research can be established by appropriately
linking results from the theory of fixed-parameter tractability (FPT) and the
development of recombination algorithms. A parameterized problem can be
generally viewed as a problem with two input components, i.e. a pair 〈x, k〉.
The former is generally an instance (i.e. x ∈ IP ) of some other decision prob-
lem P and the latter is some numerical aspect of the former (generally a
positive integer assumed k ¿ |x|, where |x| is the size of instance x) that
constitutes a parameter, for example, the maximum node degree in a certain
graph-based problem, the maximum number of elements in the solution of a
subset-selection problem, etc. If there exists an algorithm solving the prob-
lem in time O(f(k)|x|α), where f(k) is an arbitrary function depending on k
only, and α a constant independent of k or n, the parameterized problem is
said to be fixed-parameter tractable and the decision problem belongs to the
computational complexity class FPT. Note that by following this parameter-
ized approach, the complexity analysis becomes multidimensional, in contrast
to the classical one-dimensional approach, in which only the instance size is
considered (thus failing to distinguish structural properties that may make a
particular problem instance hard or easy).

To illustrate this topic, consider one of the most emblematic FPT prob-
lems, namely Vertex Cover: given a graph G(V, E), find a subset S ⊆ V
of k vertices, such that for every edge (u, v) ∈ E, at least u or v is a mem-
ber of S. Here, the number k of vertices in S is taken as a parameter and
factored out from the problem input. In general, efficient FPT algorithms
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are based on the techniques of reduction to a problem kernel and bounded
search trees. To understand the techniques, the reader may check a method
by Chen et al. [30]. This method can solve the parameterized version of ver-
tex cover in time O(1.271kk2 +kn). Furthermore, using this method together
with the speed-up method proposed by Neidermeier and Rossmanith [199],
the problem can be solved in O(1.271k + n), i.e. linear in n for fixed k. The
relevance of this result is more evident by noting that Vertex Cover is an
NP-hard problem. Thus, FPT results provide an efficient way for provably
solving NP-hard problems for fixed parameter values.

The combination of FPT results and recombination operators is an av-
enue that goes both ways. In one direction, efficient, (i.e. polynomial-time),
fixed-parameter algorithms can be used as “out of the box” tools to create
efficient recombination procedures, i.e., recall some of the procedures men-
tioned in Subsection 3.3. Conversely, since MAs are typically designed to
deal with large instances and scale pretty well with problem size, using both
techniques together can produce complete MAs, thus extending the benefits
of fixed-parameter tractability. From a software engineering perspective, the
combination is perfect both from code and algorithmic reuse.

5.3 Belief Search in Memetic Algorithms

As a logical consequence of the possible directions that MAs can take, it is
reasonable to affirm that more complex schemes evolving solutions, agents, as
well as representations, will soon be implemented. Some theoretical computer
science researchers dismiss heuristics and metaheuristics since they are not
scholarly structured as a formal paradigm. However, their achievements are
well-recognized. From [150]:

“Explaining and predicting the impressive empirical success of some of these algo-
rithms is one of the most challenging frontiers of the theory of computation today.”

This comment is even more relevant for MAs since they generally present
even better results than single-agent methods. Though metaheuristics are
extremely powerful in practice, we agree that one problem with the current
trend in applied research is that it allows the introduction of increasingly
more complex heuristics, unfortunately most of the time parameterized by
ad-hoc values. Moreover, some metaheuristics, like some ant-systems imple-
mentations, can basically be viewed as particular types of MAs. This is the
case if you allow the “ants” to use branch-and-bound or local search methods.
In addition, these methods for distributed recombination of information (or
beliefs) have some points in common with blackboard systems [75], as it has
been recognized in the past, yet it is hardly being mentioned in the current
metaheuristics literature [180].
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To illustrate how Belief Search can work in an MA setting, consider for
example PL⊗n , a multi-agent epistemic logic introduced by Boldrin and Saf-
fiotti [17]. According to this formalism, the opinions shared by a set of n
agents can be recombined in a distributed belief. Using it, we can deduce the
distributed belief about properties of solutions, and this can be stronger than
any individual belief about it (see [50] for detailed examples with numerical
values).

One interesting application of these new MAs is due to Lamma et al. [149]
for diagnosing digital circuits. In their approach, they differentiate between
genes and “memes”. The latter group codes for the agent beliefs and as-
sumptions. Using a logic-based technique, they modify the memes according
on how the present beliefs are contradicted by integrity constraints that ex-
press observations and laws. Each agent keeps a population of chromosomes
and finds a solution to the belief revision problem by means of a genetic
algorithm. A Lamarckian operator is used to modify a chromosome using
belief revision directed mutations, oriented by tracing logical derivations. As
a consequence, a chromosome will satisfy a larger number of constraints. The
evolution provided by the Darwinian operators, allow agents to improve the
chromosomes by gaining on the experience of other agents. Central to this
approach is the Lamarckian operator appropriately called Learn. It takes a
chromosome and produces a revised chromosome as output. To achieve that,
it eliminates some derivation paths that lead to contradictions.

Surprisingly enough (and here we remark the first possibility of using the
theory of fixed-parameter tractability), the learning is achieved by finding a
hitting set which is not necessarily minimal. The authors make this point
clear by saying that: “a hitting set generated from these support sets is not
necessarily a contradiction removal set and therefore is not a solution to the
belief revision problem.” The authors might not be aware of the O(2.311k+n)
exact algorithm for Min 3-Hitting Set [198]. They might be able to use it,
but that is anecdotal at the moment. What is important is that algorithms
like this one might be used out-of-the-box if a proper, world-wide based,
algorithmic framework was created.

On the other hand, we noted how results of logic programming and be-
lief revision might help improving the current status of metaheuristics. The
current situation where everybody comes with new names for the same basic
techniques, and where most contributions are just the addition of new pa-
rameters to guide the search, is a futile research direction. It is possible that
belief-search-guided MAs will prove to be a valid tool to help systematize the
construction of these guided metaheuristics. In particular, if the discussion is
based on which multi-agent logic performs better, rather than which param-
eters work better for specific problems or instances. To this end, we hope to
convince researchers in logic programming to address these issues and to face
the difficult task of guiding MAs for large-scale combinatorial optimization.
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6 Conclusions

We believe that the future looks good for MAs. This belief is based on the
following. First of all, MAs are showing a great record of efficient implemen-
tations, providing very good results in practical problems, as the reader may
have noted in Section 4. We also have reasons to believe that we are close
to some major leaps forward in our theoretical understanding of these tech-
niques, including for example the worst-case and average-case computational
complexity of recombination procedures. On the other hand, the ubiquitous
nature of distributed systems is likely to boost the deployment of MAs on
large-scale, computationally demanding optimization problems.

We also see as a healthy sign the systematic development of other particu-
lar optimization strategies. If any of the simpler metaheuristics (SA, TS, VNS,
GRASP, etc.) performs the same as a more complex method (GAs, MAs, Ant
Colonies, etc.), an “elegance design” principle should prevail and we must ei-
ther resort to the simpler method, or to the one that has less free parameters,
or to the one that is easier to implement. Such a fact should defy us to adapt
the complex methodology to beat a simpler heuristic, or to check if that is
possible at all. An unhealthy sign of current research, however, are the at-
tempts to encapsulate metaheuristics on stretched confinements. Fortunately,
such attempts are becoming increasingly less frequent. Indeed, combinations
of MAs with other metaheuristics such as differential evolution [193, 201, 261],
particle swarm optimization [152, 158, 159, 161, 162, 209, 214, 248, 282], or
ant-colony optimization [156] are not unusual nowadays. As stated before,
the future looks promising for MAs.
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97. M.A. González, C.R. Vela, and R. Varela. Scheduling with memetic algorithms over
the spaces of semi-active and active schedules. In Artificial Intelligence and Soft Com-
puting, volume 4029 of Lecture Notes in computer Science, pages 370–379. Springer-
Verlag, Berlin Heidelberg, 2006.
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207. E. Özcan and E. Onbasioglu. Memetic algorithms for parallel code optimization.
International Journal of Parallel Programming, 35(1):33–61, 2007.

208. P. Palacios, D. Pelta, and A. Blanco. Obtaining biclusters in microarrays with
population-based heuristics. In F. Rothlauf et al., editors, Applications of Evolution-
ary Computing, volume 3907 of Lecture Notes in Computer Science, pages 115–126.
Springer-Verlag, Berlin Heidelberg, 2006.

209. Q-K Pan, L. Wang, and B. Qian. A novel multi-objective particle swarm optimiza-
tion algorithm for no-wait flow shop scheduling problems. Journal of Engineering
Manufacture, 222(4):519–539, 2008.

210. M. Pastorino. Stochastic optimization methods applied to microwave imaging: A
review. IEEE Transactions on Antennas and Propagation, 55(3, Part 1):538–548,
2007.

211. M. Pastorino, S. Caorsi, A. Massa, and A. Randazzo. Reconstruction algorithms for
electromagnetic imaging. IEEE Transactions of Instrumentation and Measurement,
53(3):692–699, 2004.

212. W Paszkowicz. Properties of a genetic algorithm extended by a random self-learning
operator and asymmetric mutations: A convergence study for a task of powder-
pattern indexing. Analytica Chimica Acta, 566(1):81–98, 2006.

213. M. Peinado and T. Lengauer. Parallel “go with the winners algorithms” in the LogP
Model. In Proceedings of the 11th International Parallel Processing Symposium,
pages 656–664, Los Alamitos, California, 1997. IEEE Computer Society Press.

214. Y. G. Petalas, K. E. Parsopoulos, and M. N. Vrahatis. Memetic particle swarm
optimization. Annals of Operations Research, 156(1):99–127, 2007.

215. S. Petrovic and E. K. Burke. University timetabling. In J. Leung, editor, Handbook
of Scheduling: Algorithms, Models, and Performance Analysis, chapter 45. Chapman
Hall/CRC Press, 2004.

216. S. Petrovic, V. Patel, and Y. Yang. Examination timetabling with fuzzy constraints.
In Practice and Theory of Automated Timetabling V, volume 3616 of Lecture Notes
in Computer Science, pages 313–333. Springer-Verlag, Berlin Heidelberg, 2005.

217. S. Pirkwieser and G.R. Raidl. Finding consensus trees by evolutionary, variable neigh-
borhood search, and hybrid algorithms. In M. Keijzer et al., editors, GECCO ’08:
Proceedings of the 10th annual conference on Genetic and evolutionary computation,
pages 323–330, Atlanta, GA, USA, 12-16 July 2008. ACM Press.

218. C. Prins, C. Prodhon, and R.W. Calvo. A memetic algorithm with population man-
agement (MA | PM) for the capacitated location-routing problem. In J. Gottlieb
and G.R. Raidl, editors, Evolutionary Computation in Combinatorial Optimization,
volume 3906 of Lecture Notes in Computer Science, pages 183–194. Springer-Verlag,
Budapest, 10-12 April 2006.

219. C. Prodhom and C. Prins. A memetic algorithm with population management
(MA|PM) for the periodic location-routing problem. In M.J. Blesa et al., editors,
Hybrid Metaheuristics 2008, volume 5296 of Lecture Notes in Computer Science,
pages 43–57, Berlin Heidelberg, 2008. Springer-Verlag.

220. J. Puchinger and G.R. Raidl. Combining metaheuristics and exact algorithms in
combinatorial optimization: A survey and classification. In J. Mira and J.R. Álvarez,
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